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1. 实验目的：

理解基于段页式内存地址的转换机制

理解页表的建立和使用方法

理解物理内存的管理方法

二、实验内容

本次实验包含三个部分。首先了解如何发现系统中的物理内存；然后了解如何建立对物理内存的初步管理，即了解连续物理内存管理；最后了解页表相关的操作，即如何建立页表来实现虚拟内存到物理内存之间的映射，对段页式内存管理机制有一个比较全面的了解。本实验里面实现的内存管理还是非常基本的，并没有涉及到对实际机器的优化，比如针对 cache 的优化等。如果大家有余力，尝试完成扩展练习

三、实验步骤

练习一

思路：

首先我们需要用一个数据结构来描述每个物理页（也称页帧），这里用了双向链表结构来表示每个页。链表头用 free\_area\_t结构来表示，包含了一个 list\_entry 结构的双向链表指针和记录当前空闲页的个数的无符号整型变量 nr\_free。

typedef struct {

list\_entry\_t free\_list;  // the list header

unsigned int nr\_free;  // # of free pages in this free list

} free\_area\_t;

接下来需要了解管理物理页的Page数据结构，这个数据结构也是实现连续物理内存分配算法的关键数据结构，可通过此数据结构来完成空闲块的链接和信息存储，而基于这个数据结构的管理物理页数组起始地址就是全局变量pages。

struct Page {

    int ref;                        // 映射此物理页的虚拟页个数

    uint32\_t flags;                 // 物理页属性（空或不空）

unsigned int property;          // 连续空页有多少(只在地址最低页有值，其余为0)

list\_entry\_t page\_link;  // 双向链接各个Page结构的page\_link双向链表(用于释放)

};

物理内存页管理器顺着双向链表进行搜索空闲内存区域，直到找到一个足够大的空闲区域，这是一种速度很快的算法，因为它尽可能少地搜索链表。如果空闲区域的大小和申请分配的大小正好一样，则把这个空闲区域分配出去，成功返回;否则将该空闲区分为两部分，一部分区域与申请分配的大小相等，把它分配出去，剩下的一部分区域形成新的空闲区。其释放内存的设计思路很简单，只需把这块区域重新放回双向链表中即可。

（二）、任务：

修改default\_init\_memmap()，default\_alloc\_pages()，default\_free\_pages()函数。

（三）、实现：

1、default\_init\_memmap()

static void

default\_init\_memmap(struct Page \*base, size\_t n) {

assert(n > 0);

struct Page \*p = base;

for (; p != base + n; p ++) {

//检查此页是否为保留页

assert(PageReserved(p));

//设置标志位

p->flags = p->property = 0;

SetPageProperty(p);

//清零此页的引用计数

set\_page\_ref(p, 0);

//将空闲页插入到链表

list\_add\_before(&free\_list, &(p->page\_link));

}

base->property = n;

//计算空闲页总数

nr\_free += n;

}

2、default\_alloc\_pages()

此函数是用于为进程分配空闲页。 其分配的步骤如下：

① 寻找足够大的空闲块 ，如果找到了，重新设置标志位

②从空闲链表中删除此页

③判断空闲块大小是否合适 ，如果不合适，分割页块 ，如果合适则不进行操作

④ 计算剩余空闲页个数

⑤ 返回分配的页块地址

static struct Page \*

default\_alloc\_pages(size\_t n) {

assert(n > 0);

if (n > nr\_free) {

return NULL;

}

list\_entry\_t \*len;

list\_entry\_t \*le = &free\_list;

//在空闲链表中寻找合适大小的页块

while ((le = list\_next(le)) != &free\_list) {

struct Page \*p = le2page(le, page\_link);

//找到了合适大小的页块

if (p->property >= n) {

int i;

for(i=0;i<n;i++){

len = list\_next(le);

//让pp指向分配的那一页

//le2page宏可以根据链表元素获得对应的Page指针p

struct Page \*pp = le2page(temp\_le, page\_link);

//设置每一页的标志位

SetPageReserved(pp);

ClearPageProperty(pp);

//清除free\_list中的链接

list\_del(le);

le = len;

}

if(p->property>n){

//分割的页需要重新设置空闲大小

(le2page(le,page\_link))->property = p->property - n;

}

//第一页重置标志位

ClearPageProperty(p);

SetPageReserved(p);

nr\_free -= n;

return p;

}

}

//否则分配失败

return NULL;

}

2、default\_free\_pages()

这个函数的作用是释放已经使用完的页，把他们合并到free\_list中。 具体步骤如下：

①在free\_list中查找合适的位置以供插入

②改变被释放页的标志位，以及头部的计数器

③尝试在free\_list中向高地址或低地址合并

static void

default\_free\_pages(struct Page \*base, size\_t n) {

assert(n > 0);

assert(PageReserved(base));

struct Page \*p = base;

//查找该插入的位置le

list\_entry\_t \*le = &free\_list;

while((le=list\_next(le)) != &free\_list){

p = le2page(le, page\_link);

if(p>base) break;

}

//向le之前插入n个页（空闲），并设置标志位

for (p = base;p<base+n;p++) {

list\_add\_before(le, &(p->page\_link));

p->flags = 0;

set\_page\_ref(p, 0);

ClearPageProperty(p);

SetPageProperty(p);

}

//将页块信息记录在头部

base->property = n;

//是否需要合并

//向高地址合并

p = le2page(le, page\_link);

if (base + n == p) {

base->property += p->property;

list\_del(&(p->page\_link));

}

//向低地址合并

le = list\_prev(&(base->page\_link));

p = le2page(le, page\_link);

//若低地址已分配则不需要合并

if(le!=&free\_list && p==base-1){

while(le!=&free\_list){

if(p->property){

p->property +=base->property;

base->property = 0;

break;

}

le = list\_prev(le);

p = le2page(le,page\_link);

}

}

nr\_free += n；

}

练习二、查找虚拟地址对应页表项

（一）、思路：

pde\_t全称为 page directory entry，也就是一级页表的表项（注意：pgdir实际不是表 项，而是一级页表本身。实际上应该新定义一个类型pgd\_t来表示一级页表本身）。pte t全 称为 page table entry，表示二级页表的表项。uintptr t表示为线性地址，由于段式管理只做直接映射，所以它也是逻辑地址。

pgdir给出页表起始地址。通过查找这个页表，我们需要给出二级页表中对应项的地址。 虽然目前我们只有boot\_pgdir一个页表，但是引入进程的概念之后每个进程都会有自己的页 表。

有可能根本就没有对应的二级页表的情况，所以二级页表不必要一开始就分配，而是等到需要的时候再添加对应的二级页表。如果在查找二级页表项时，发现对应的二级页表不存在，则需要根据create参数的值来处理是否创建新的二级页表。如果create参数为0，则get\_pte返回NULL；如果create参数不为0，则get\_pte需要申请一个新的物理页（通过alloc\_page来实现，可在mm/pmm.h中找到它的定义），再在一级页表中添加页目录项指向表示二级页表的新物理页。注意，新申请的页必须全部设定为零，因为这个页所代表的虚拟地址都没有被映射。

当建立从一级页表到二级页表的映射时，需要注意设置控制位。这里应该设置同时设置 上PTE\_U、PTE\_W和PTE\_P（定义可在mm/mmu.h）。如果原来就有二级页表，或者新建立了页表，则只需返回对应项的地址即可。

（二）、实现：

pte\_t \*

get\_pte(pde\_t \*pgdir, uintptr\_t la, bool create) {

/\*

\* MACROs or Functions:

\* PDX(la) = the index of page directory entry of VIRTUAL ADDRESS la.

\* KADDR(pa) : takes a physical address and returns the corresponding kernel virtual address.

\* set\_page\_ref(page,1) : means the page be referenced by one time

\* page2pa(page): get the physical address of memory which this (struct Page \*) page manages

\* struct Page \* alloc\_page() : allocation a page

\*memset(void \*s, char c, size\_t n) : sets the first n bytes of the memory area pointed by s

\* to the specified value c.

\* DEFINEs:

\* PTE\_P 0x001 // page table/directory entry flags bit : Present

\* PTE\_W 0x002 // page table/directory entry flags bit : Writeable

\* PTE\_U 0x004 // page table/directory entry flags bit : User can access

\*/

//尝试获取页表，注：typedef uintptr\_t pte\_t;

pde\_t \*pdep = &pgdir[PDX(la)]; // (1) find page directory entry

//若获取不成功则执行下面的语句

if (!(\*pdep & PTE\_P)) {

//申请一页

struct Page \*page;

if(!creat || (page = all\_page())==NULL){

return NULL;

}

//引用次数需要加1

set\_page\_ref(page, 1);

//获取页的线性地址

uintptr\_t pa = page2pa(page);

memset(KADDR(pa), 0, PGSIZE);

//设置权限

\*pdep = pa | PTE\_U | PTE\_W | PTE\_P;

}

//返回页表地址

return &((pte\_t \*)KADDR(PDE\_ADDR(\*pdep)))[PTX(la)];

}

练习三、释放虚拟地址所在页,并取消对应二级页表映射

（一）、思路：

判断此页被引用的次数，如果仅仅被引用一次，则这个页也可以被释放。否则，只能释放页表入口。

（二）、实现：

static inline voidpage\_remove\_pte(pde\_t \*pgdir, uintptr\_t la, pte\_t \*ptep) {

/\* MACROs or Functions:

\*struct Page \*page pte2page(\*ptep): get the according page from the value of a ptep

\*free\_page : free a page

\*page\_ref\_dec(page) : decrease page->ref. NOTICE: ff page->ref == 0 , then this page should be free.

\*tlb\_invalidate(pde\_t \*pgdir, uintptr\_t la) : Invalidate a TLB entry, but only if the page tables being

\* edited are the ones currently in use by the processor.

\* DEFINEs:

\* PTE\_P 0x001 // page table/directory entry flags bit : Present

\*/

<span style="white-space:pre"> </span>//判断页表是否存在

if (\*ptep & PTE\_P){

<span style="white-space:pre"> </span>struct Page\* page = pte2page(\*ptep);

//判断此页是否被多次引用

<span style="white-space:pre"> </span>if (page\_ref\_dec(page)==0){

free\_page(page);

<span style="white-space:pre"> </span>}

<span style="white-space:pre"> </span>\*ptep = 0;

//释放pte

<span style="white-space:pre"> </span>tlb\_invalidate(pgdir, la);  <span style="font-family: 宋体; font-size: 10.5pt; letter-spacing: 0pt; line-height: 19.5pt; text-indent: 0pt;">}}</span>

![https://img-blog.csdn.net/20150616002021549?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQvY3NfYXNzdWx0/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,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)